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Abstract
When a program compiled using any compiler then it may display some error messages if the program has some syntax or grammatical mistakes. If there is no syntax error then also the program may not produce any output on the other hand as the compiler may display some runtime error which are also called logical error. Apart from that the program produce some unwanted or unreliable output. The output may not be as par problem specification or in other words the output may not be valid. In the present paper the authors made a through study on these aspects that is reliability of a program, validity of the output and also different type of errors. As a case study the authors have chosen C-programming language.
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1. Introduction
Srivastav et al already published papers on mathematical modelling of procedural language and object oriented language [1,2,3]. The authors tried to correlate simple mathematical models to describe procedural language like ‘C’ and object oriented language like Java. In the present study the authors made thorough study to run a program and how one can interpret syntax errors, reliability of a program and to verify the results whether they are as per question or not. The process of computation of a problem can be obtained using different methods in different programming languages. While writing a program using any programming, the following cases can occur:

Case-1 : The program is working and produces some results.
Case-2 : During compilation of the program it shows some syntax errors and unable to produce executable/object file.
Case-3 : The program is compiled without any error but showing some runtime errors while running the final program.

So therefore, a program written in a programming language will depends on the some events. The program written in a programming language may carry some syntax error/ runtime error/ no error. So the probability of running a program depends on the cases as stated above. A program written in either procedural language or in object oriented language follows the above three cases. The programmer has to write the program in such a way which will produce consistent result.

2. Errors in a programming language
Any computer language is associated with some context free grammar, and the program written in that language has to follow the rule of that grammar. For example in English language a sentence such as “Ram and Aayush, are playing, with a ball”. This sentence is syntactically incorrect because commas should not come the way they are in the sentence. Likewise, C also follows certain syntax rule. When a C program is compiled with some C-compiler then the compiler will check that whether the program is syntactically correct or not. If there are any syntax errors in the program, those will be displayed on the screen with the corresponding line number.

Example-1: Write a program to print a message on the screen

/* Program to print a message on the screen*/
#include <stdio.h>
main()
{
printf("Hello, how are you\n")
Let the name of the program be `test.c`. If we compile the above program as it is we will get the following errors:
Error test.c 1 :No file name ending
Error test.c 5: Statement missing ;
Error test.c 6 : Compound statement missing }
Edit the program again, correct the errors mentioned and the corrected version appears as follows:
Edit the program again, correct the errors mentioned and the corrected version appears as follows:
#include <stdio.h>
main()
{
printf("Hello, how are you\n");
}
Apart from syntax errors, another type of errors that are shown while compilation are semantic errors. These errors are displayed as warnings. These errors are shown if a particular statement has no meaning. The program does compile with these errors, but it is always advised to correct them also, since those lines may create problems during execution. The example of such an error is that say you have declared a variable but have not used it, and then you get a warning “code has no effect”. These variables are unnecessarily occupying the memory.

**Example-2: Linker Errors:**

If a program contains syntax errors then the program does not compile, but it may happen that the program compiles successfully but we are unable to get the executable file, this happens when there are certain linker errors in the program. For example, the object code of certain standard library function is not present in the standard C library; the definition for this function is present in the header file that is why we do not get a compiler error. Such kinds of errors are called linker errors. The executable file would be created successfully only if these linker errors are corrected.

**Example-3 : Logical and Runtime Errors:**

After the program is compiled and linked successfully we execute the program. Now there are three possibilities:

1) The program runs successfully but produces wrong results,
2) The program runs successfully but produces wrong results, and
3) The program abort the job while encountering some logical problem/mistake which was not traceable during compilation stage.

The first case simply means that the program is correct. In the second case, we get wrong results; it means that there is some logical mistake in the program. This kind of error is known as **logical error**. To rectify logical error is a bit difficult task. The logical errors may be corrected using different debugging method. Debugging is the process of removing the errors from the program. This means manually checking the program step by step and verifying the results at each step. Debugging can be made easier by a tracer provided in Turbo C environment.

**Example-4 :** Write a C program to compute the average of three numbers

```c
/* Program to compute average of three numbers */
#include <stdio.h>
main()
{
int a,b,c, sum, avg:
a= 10;
b= 5;
c= 10;
sum = a + b + c;
avg = sum / 3;
printf("The average is %d\n",avg);
}
```

Output
The average is 8.
The exact value of average is 8.33 and the output we got is 8. So we are not getting the actual result, but a rounded off result. This is due to the logical error. We have declared variable `avg` as an integer but the average calculated is a real number, therefore only the integer part is stored in `avg`. Such kinds of errors which are not detected by the compiler or the linker are known as **Logical errors**.
The third kind of error is only detected during execution. Such errors are known are **run time errors**. These errors do not produce the result
at all, the program execution stops in between and the run time error message is flashed on the screen.

**Example-5:** Write a program to divide a sum of two numbers by their difference

```c
/* Program to divide a sum of two numbers by their difference*/
#include <stdio.h>
main()
{
  int a,b;
  float c;
  a= 10;
  b= 10;
  c= (a + b) / (a-b);
  printf("The value of the result is %f\n",c);
}
```

The above program will compile and link successfully, it will execute till the first printf statement and we will get the message in this statement, as soon as the next statement is executed we get a runtime error of “Divide by zero” and the program halts. These type of errors are called runtime errors.

The similar type error also take place in the object Oriented language.

### 3. Correlation between Syntax error and Runtime error:

There is no relation between syntax error and runtime error. So, the correlation value between them is zero. In the syntax error we can not get the output and in the runtime error we can not get the actual result what we want to find. Hence to understand the cases mathematically for the output we have to define the following mathematical term related to set theory.

(i) Set: A set is a well defined collection of objects. In other words, an aggregate or class of object having specified property in common which enables us to tell whether any given objects belongs to it or not. The individual objects of the set are called members or elements of the set.

(ii) Characteristics function: A set is defined by a function, usually called a characteristic function, that declares which elements of X are members of the set and which are not. Set A is defined by its characteristics function

\[ X_A(x) = 1 \text{ if } x \text{ belongs to } A \]

\[ X_A(x) = 0 \text{ if } x \text{ does not belongs to } A \]

The characteristics function maps elements of X to elements of the set \{0,1\}, which is formally expressed by \( X_A : X \rightarrow \{0,1\} \). For each x belonging to X, when \( X_A(x) = 1 \), x is declared to be as member of A; When \( X_A(x) = 0 \), x is declared as a non-member of A.

(iii) fuzzy Set: A fuzzy set is a pair

\[ (U,m) \text{ where } U \text{ is a set and } m : U \rightarrow [0,1]. \]

For each \( x \in U \) the value \( m(x) \) is called the grade of membership of \( x \) in \( (U,m) \). For a finite set \( U = \{x_1,x_2,\ldots,x_n\} \), the fuzzy set \( (U,m) \) is often denoted by \( \{m(x_1)/x_1,\ldots,m(x_n)/x_n\} \).

Let \( x \in U \) Then \( x \) is called not included in the fuzzy set \( (U,m) \) if \( m(x) = 0 \), \( x \) is called fully included if \( m(x) = 1 \) and \( x \) is called a fuzzy member if \( 0 < m(x) < 1 \). The set \( \{x \in U | m(x) > 0\} \) is called the support of \( (U,m) \) and the set \( \{x \in U | m(x) = 1\} \) is called its kernel. The function \( m \) is called the membership function of the fuzzy set \( (U,m) \).

Sometimes, more general variants of the notion of fuzzy set are used, with membership functions taking values in a (fixed or variable) algebra or structure \( L \) of a given kind; usually it is required that \( L \) be at least a poset or lattice. These are usually called \( L \)-fuzzy sets, to distinguish them from those valued over the unit interval. The usual membership functions with values in \([0,1]\) are then called \([0,1]\)-valued membership functions.

Therefore, by taking fuzzy set theory we can define the function \( f : X \rightarrow \{0,1\} \), where \( X \) represents the set of program written by a programmer for a problem and is defined by

\[ f(X) = \{0\}, \text{ if the result is not found.} \]

And \( f(X) = \{1\}, \text{ if the exact result is found.} \)

It means the chances of running a program depends on the method of written program i.e. there exist one-one to mapping intuitively in the following way:

\[ f(\text{program written is logically right}) = \text{output will be all right.} \]

But as shown previously that if someone want to find the result in float variable and if the programmer have taken integer variable we will get the output in the integer variable.

Hence we see that a program written logically may not give the exact result what it is required. The probability theory is also based on Aristotelian two-valued logic, When A is a fuzzy set and x is a relevant object, the proposition “x is a member of A” is not necessarily either true or false, as
required by two-valued logic, but it may be true only to some degree, the degree to which $x$ is actually a member of $A$.

4. Reliability and Validity of a Programming Language

A programmer can write a program in the different way but the written program can not give an optimal result. So there is need of some reliability and validity of a program.

4.1. Reliability

Reliability implies accuracy and consistency in program. Therefore, a program must be measured accurately and consistently. A reliable program should give the same output when it is compiled in different compiler in different time.

4.2. Validity

A program is said to be valid if it actually measures what is supposed to be measured to give the actual output. Validity is the importance characteristics of a good programming. Reliability is the necessary condition for validity, but validity is not the necessary condition for reliability. In other words a program will be valid if it will be reliable also.

4.3 Example of showing reliability and validity in procedural language: (in case of C-language)

Write a program to find the biggest of three numbers:-

```c
#include<stdio.h>
#include<conio.h>
main()
{
    int a,b,c,big;
    clrscr();
    printf("Enter three numbers : ");
    scanf("%d%d%d", &a, &b, &c);
    if(a>b)
        if(a>c)
            big=a;
        else
            big=c;
    else
        if(b>c)
            big=b;
        else
            big=c;
    printf("n Biggest number is %d", big);
    getch();
}
```

Enter three numbers : 18, -5, 13
Biggest number is 18

Remarks: When this program is executed, the user has to enter three numbers and in each case user will get the appropriate, consistent and accurate result. Therefore this is reliable program. This is also a valid program as the program is consistent of only those logic which is required to be found from the given problem.

4.4 Example showing of a program is reliable but is not valid.

(i) Write a program to calculate (a) sum of $n$ numbers and (b) standard deviation

```c
#include<stdio.h>
#include<math.h>
int sum(int a[], int n);
float average(int a[], int n);
int large(int a[], int n);
float s_dev(int a[], int n);
int readdata(int a[]);
void main()
{
    int a[20], n;
    int s, mx;
    float avg, sd;
    char ch;
    do
    {
        clrscr();
        printf("Enter the list--------.
");
        n = readdata(a);
        s = sum(a, n);
        avg = average(a, n);
        mx = large(a, n);
        sd = s_dev(a, n);
        printf("sum= %d\n", s);
        printf("Average= %.2f\n", avg);
        printf("largest number= %d\n", mx);
        printf("standard deviation= %.7f\n", sd);
        printf("Do you want to continue (y/n): ");
        scanf("%c", &ch);
    } while (ch=='y' || ch=='Y');
/*int readdata(int a[]): function to input a list*/
int readdata(int a[])
{
    int i, n;
    printf("Enter size of your list (1-20): ");
    while (1)
    {
        printf("Enter size(1-20): ");
        scanf("%d", &n);
    }
} 
```
if(n<1||n>20)
printf("n ****Invalid Data ****\n");
else
break;
}
printf("n Enter %d elements one by one---\n",n);
for(i=0; i<n; i++)
{
 printf("a[%d]=",i);
 scanf("%d",&a[i]);
}
return n;
}

/*int sum(int a[],int n): function to calculate sum of n elements*/
int sum(int a[], intn)
{
 int s, i;
 for(i=0; i<n; i++)
 s=s+a[i];
 return s;
}
/*float average(int a[], int n):function to calculate average of 'n' elements*/
float average(int a[],int n)
{
 float avg;
 avg=(float) sum(a,n)/n;
 return avg;
}
/* int large(int a[],int n): function to calculate largest number*/
Int large(int a[], int n)
{
 int i, mx;
 mx=a[0];
 for(i=1;i<n; i++)
 if(a[i]>mx)
 mx=a[i];
 return mx;
}
/*float s_dev(int a[], int n): function to calculate standard deviation*/
float s_dev(int a[], int n)
{
 int i;
 float avg,sd;
 avg=average(a,n);
 sd=0;
 for(i=0;i<n;i++)
 sd=sd+(a[i]-avg)*(a[i]-avg);
 sd= sqrt(sd/n);
 return sd;
}

Output:
Enter size of your list(1-20):
Enter Size(1-20): 5
Enter 5 elements one by one........
a[0]=1
a[1]=2
a[2]=3
a[3]=4
a[4]=5
sum=15
average=3.00
largest number=5
standard deviation=1.4142
Remarks : The given problem ask only about sum of n numbers and standard deviation but here no need of calculate largest number so this is a reliable solution but not a valid solution
Example (ii) :-Write a C program to find factorial of a given integer k using while loop:
#include<stdio.h>
#include<conio.h>
main()
{
 int k, kfact, I;
 clrscr();
 printf("n Enter the number :");
 scanf("%d",&k);
 kfact=1;
 for(i=1; i<=k; i++)
 kfact=kfact*i;
 printf("n %d factorial is %d", k,fact);
 getch();
}

Output: Enter the number :4
4 factorial is 24
Remarks: This is a reliable problem but this is not a valid program because the problem is asked in the while loop.
4.5 Example showing of a program which is not reliable and not valid.
/* Program to compute average of three numbers */
#include <stdio.h>
main()
{
 Int a,b,c, sum, avg:
a = 10;
b = 5;
c = 10;
sum = a + b + c;
avg = sum / 3;
printf("The average is %d\n", avg);
}
Output
The average is 8.
Remarks: The exact value of average is 8.33 and the output we got is 8. So we are not getting the actual result, but a rounded off result. Therefore this is not a reliable and valid result.
4.6 Example showing reliability and validity in object oriented programming language.
(i) Write a program to display whether a year is "leap year" or not.
import java.io.*;
class q1
{
    public static void main(String args[])
    {
        int yyyy;
        BufferedReader br = new BufferedReader(new InputStreamReader(System.in));
        System.out.print("Enter the year=");
        yyyy = Integer.parseInt(br.readLine());
        if ((yyyy % 4 == 0 && yyyy % 100 != 0) || (yyyy % 400 == 0))
            System.out.println(yyyy + "is a leap Year");
        else
            System.out.println(yyyy + "is not a leap Year");
    }
}
Output: Enter the year= 2003
2003 is not a leap year.
Remarks: Here the program is written in actual requirements. This is a reliable and valid program.
4.7 Example showing program which is reliable but not valid.
(i) Write a program to input two numbers and calculate hcf of two numbers
import java.io.*;
class HCF_LCM
{
    Int hcf(int a, int b)
    {
        int r;
        while((r=a%b)!=0)
        { 
            a = b;
b = r;
    }
    return b;
}
    int lcm(int a, int b)
    {
        int h, lc;
        h = hcf(a, b);
        lc = (a*b)/h;
    }
    return lc;
}
class q2
{
    public static void main(String args[])
    {
        int a, b, h, lc;
        BufferedReader br = new BufferedReader(new InputStreamReader(System.in));
        System.out.print("Enter 1st number=");
        a = Integer.parseInt(br.readLine());
        System.out.print("Enter 2nd number=");
        b = Integer.parseInt(br.readLine());
        HCF_LCM H = new HCF_LCM();
        h = H.hcf(a, b);
        lc = H.lcm(a, b);
    System.out.println("a= " + a + " b= " + b + " HCF = " + h + " lcm = " + lc)
    }
}
Output:
Enter 1st number= 20
Enter 2nd number= 25
A=20 b=25
HCF=5 lcm=100
Remarks: The above problem is reliable but not valid since the problem is related to solve only hcf but in the above program hcf and lcm both are solved.
5. Reliability and Validity between Procedural language vs Object Oriented Language
Both the programming language follows the reliability and validity on a program but the object oriented language gives an optimal solution with respect to procedural language. So, a programmer should be more reliable on object-oriented language rather than the procedural language.
6. Method of checking Reliability and Validity of Programming Language
There may be different method for checking the reliability and validity of a program. We can take two method as follows:

(i) **By observation method.**

(ii) **By Test- reTest method**

(iii) **Checking of reliability and validity of a program on the basis of memory space**

(i) **Observation Method:** A programmer can learn the reliability and validity of a program by observation method. In the observation method the programmer can observe the syntax ,method and required logic for a problem in a programming language . The programmer can observe the process of method of writing a particular problem in different programming language without any error. For Example, the syntax used for procedural language is different from object–oriented language. A programmer should observe the different process of writing of a program in different programming language so that the output will be optimal.

(ii) **Test-ReTest Method:** To check the reliability and validity of a program a user has to test the output of a program by entering different types of valid input value and so that the optimal result can be obtained. If the user on executing the program gets some error like compile error/runtime error , he has to debug the program and again he retest the program by entering the different input value. Hence the input is taken as sample space for testing the reliability and validity of a program.

(iii) **Checking of reliability and validity of a program on the basis of memory space:**

The computation of a problem is consists of two things.

(i) A program being written for that problem, and

(ii) Output of the program.

So there is need to occupying memory space for two things said above . Since reliability implies accuracy and consistency in program i.e the output of the program should be consistent and give the same output when it is compiled in different compiler in different time. Validity of a program implies to actual need from a problem with the required method as demands from a problem to solve that problem.

To understand reliability and validity let us take practical Example from daily life situation:

(i) The human being has an intelligent brain. So, therefore there are some memory and intelligence quotient in the brain. Suppose a student of class LKG has given a problem of class four(iv) to solve .Then this type of problem is not valid for the student of class LKG because this type of problem is not match with his age and level of intelligence Quotient.

(ii) Suppose a student have given a problem to solve it in particular method but he solve the problem in another method or solve the problem with adding some extra thing. Then this type of solution is not valid as here it may be considered that there is need of some extra work.

(iii) Suppose a formative test is taken from a student of class vii on the basis of his standard and qualification and consistently he is doing good performance then we can say that the student is reliable. Now we are taking two cases in a programming of a problem as being taken to solve it:

Case 1: Some Extra work (program) is done with required program of the problem:

Let $S_1$= Memory space required for actual required program.

$S_2$= Memory space required for the program which is written with some extra work(program).

$O_1$ = Memory space required for actual required output of the program.

$O_2$= Memory space required for the output which is written with some extra work(program).

Percentage of difference of total memory space = $T$(say)=$(S_2-S_1)/S_1*100%+((O_2-O_1)/O_1)*100%$

The program will be not valid if $T>0$ or $T<0$. The program will be valid only when $T=0$ and there may be some condition (or some extra property of compiler) with respect to memory space.

Case 2:Written program does not follows the required method but output is same:

Let $S_1$= Memory space required for actual method to write the required program.

$S_2$= Memory space required for the program which is written with another method. Here output is same. Therefore difference between output is zero.
Total memory space required = Memory space required for a program + Memory space required for output
Percentage of difference of total memory space = \( T \text{ (say)} = \left( \frac{S_2-S_1}{S_1} \right) \times 100\% \)

The program will be not valid if \( T > 0 \) or \( T < 0 \). The program will be valid only when \( T = 0 \) and there may be some condition (or some extra property) with respect to memory space.

7. Conclusion and future scope

Reliability means a matter of stability of a program with its input and validity is the correlation of the program with given problem and with certain independent compiler criteria. A program possessing poor reliability will yield low validity. Therefore, a reliability is a prerequisite of validity. A program may be reliable but not valid. This is because it may yield consistent output, but those output need not representing what exactly we want to measure. If a program produces valid output then it is implies that the program is reliable. In future the authors are planning to introduce to calculate time complexity of a problem and to correlate with reliability factor and also the validity of a program. Suppose two programs are reliable and also the output is valid but the time complexity of the two programs are different. In that case how do we justify the validity of the output of two programs. In the next work the authors will try to incorporate the importance of time complexity along with validity.
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