A Note on Complexity and Understandability as Attributes for Assessing the Reusability of Software Components.
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Abstract

Using software metrics is one of the ways of evaluating and improving reusability of software components. Among other reusability aspects of a component, the Complexity/understandability aspect is crucial and needs to be assessed and managed. This reusability aspect can be assessed by measuring one of two overlapping reusability attributes: Complexity and understandability. We closely examine these two reusability attributes in this article, and issues that must be considered when making a choice between them are presented thereto.
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1. Introduction

Software reuse, the use of existing software artifacts to construct new software [1], is often pursued in the quest of bridging the growing gap between the demand and supply of new software applications that need to be developed [2]. However, the concept of reuse is not straightforward, because mere availability of components does not guarantee their reuse—as components must possess the required degree of reusability for them to be reused in other contexts other than the one they were initially developed for [3]. This means that, the potential of any component’s reuse is dependent on its degree of reusability; therefore, efforts should converge at developing components with a high degree of reusability when developing for reuse [4]. One of the ways of achieving this objective is using metrics to ascertain if the software being developed possesses the required degree of reusability, and if not, strategies for improvement should be devised. A metric is a quantitative indicator of an attribute of a thing [5].

The Reusability of software components is influenced by certain measurable attributes, thus it can be determined by relating each of these attributes with appropriate metrics and finding out how these metrics collectively determine the reusability of a component [6]. One of the major challenges in coming up with an effective reusability measurement framework is to determine the attributes to be included in the framework. This is because; (i) an effective reusability assessment framework should have as few attributes as possible, but at the same time be sufficient in assessing all aspects of reusability [4], and (ii) software quality attributes are not independent, but overlap—with some impacting on one another in a positive sense, while others doing so negatively—requiring a tradeoff between attributes [2].

Among other reusability aspects of a component, the Complexity/understandability aspect is crucial and needs to be assessed and managed [4,7-9]. This aspect of reusability can be assessed by considering two factors viz., Complexity, and understandability. These factors are not independent, but overlap; therefore, a choice has to be made between them. This article focuses on these two attributes. Issues that must be considered when making a choice between them are highlighted thereto.

2. Complexity vs. Understandability

Complexity is defined in IEEE Standard 610.12 [10], as the degree to which a system or component has a design or implementation that is difficult to understand and verify. Laird and Brennan [11] distinguish three different aspects of complexity viz., structural, conceptual, and computational. Structural complexity is concerned with the design and structure of the software, and it can be measured using existing structural complexity metrics such as Lines of Code (LOC), Function Points (FP), Cyclomatic Complexity metrics, etc. Conceptual complexity refers to difficulty in understanding a software artifact. Conceptual
complexity tends to be more psychological, based on the mental capacity, and thought processes of programmers. It could be based on how difficult it is to specify a solution, or in some cases the amount of effort required to understand the code itself. This type of complexity is difficult to quantify, and there are no specific metrics known to measure it. Lastly, Computational complexity refers to the complexity of the computation being performed, and it can be measured by determining the amount of time and space required for the calculations.

Understandability on the other hand, is concerned with the estimated effort needed by a user to recognize the concept behind a software component and its applicability [7]. A system that has a design that is more understandable (easy to understand) is said to have high understandability [12]. That is to say, a module that requires less effort to understand has a high degree of understandability. According to [12], Understandability can be viewed from two perspectives viz., internal and external. Internal understandability is an internal product quality, which helps in achieving many other qualities, such as evolvability and verifiability, whereas external understandability is a factor of a product’s usability concerned with the predictability of a system to the user.

3. Complexity and Understandability in Reusability Measurement

Reusability has the best return on investment of any software technology, if it is pursued in a proper manner [13]. However, reusability comes with a cost: it adds complexity to a component, hence reducing its understandability [14]. This is because, components that are developed for reuse need to possess the Generality property, for them to be reused in other contexts than the one it was initially developed for [3]. According to [15], Generality can be described as a state or quality of being not limited to one particular case, and assets must possess this characteristic for them to be reusable. According to [14], Generality increases the reusability of a component, as well as its complexity: as we add generality to a component, its reusability increases, and so does its complexity. This phenomenon calls for the management of complexity, in order to achieve high understandability, which is extremely important because; the decision of reusing a component in a given context is dependent on how well we understand what the component does—in order to decide whether it meets new requirements or not [3,7].

Understanding becomes even more important when a component does not perfectly fit the required needs within the reuse context—(which is more often the case), and the component has to be modified in order to fit the new reuse context [3]. This means that, complexity may impede reuse of a component. In addition, unnecessary complexity is associated with problems such as additional defects and lower productivity [11]. Laird and Brennan [11] could not describe it any better when they state that; "Unnecessary complexity is the Typhoid Mary of software development" (p. 54). Since software is inherently complex [11,12], and generality adds complexity to software, we need to manage complexity when developing for reuse, so that we may end up with components that are more understandable.

According to [12], certain guidelines can be followed to produce more understandable systems, regardless of the tasks they perform. That is, given two systems that perform similar tasks (tasks of inherently similar difficulty), the system that has been developed according to the said guidelines will be more understandable (less complex), than the one that is developed without following these guidelines. For example, concepts like abstraction and modularity enhance a system’s understandability. This is to say that, software complexity can be diminished by enhancing understandability (i.e. complexity decreases when understandability increases and vice versa). Using laws of mathematical proportionality, Complexity and Understandability can be said to be inversely proportional. This can be restated mathematically as follows:

Let $C_c$ be the complexity of a software component, and $U_c$ be its understandability, then:

$$C_c \propto \frac{1}{U_c}$$

Equation 1 is the same as:

$$C_c = \frac{k}{U_c}$$

Where:

- $C_c \equiv$ component’s complexity
- $U_c \equiv$ component’s understandability
- $k \equiv$ coefficient of proportionality (i.e. a quantity that relates the two variables: $C_c$ and $U_c$).

Since Complexity and understandability can be expressed as an inverse proportion as in Eq (2), it then follows that, we only need to measure the value of only one variable (either $C_c$ or $U_c$); because the value of one variable will tend to decrease at the same rate that the other variable’s value increases. When the value of one variable has been determined, the value of the other variable can then be determined mathematically—if the coefficient of proportionality (value of $k$) is known. The values for $C_c$
and $U_c$ can be found by using appropriate metrics to measure the software, and then $k$ can be found by multiplying the initial values of $C_c$ and $U_c$. Therefore, a reusability assessment framework should only include either of the two attributes.

Two possible approaches for managing complexity/understandability aspect of a component—through measurement are evident. The first approach is by measuring the complexity of the component—using appropriate metrics then use the metrics information as the basis for devising ways of diminishing complexity, if it is too high. For instance, measures of a component’s complexity can be useful in identifying complex designs and code; that ought to be simplified [11]. In this case, high values for complexity metrics would indicate flaws in the design and implementation of the component. Some of the criteria for measuring Complexity have been presented in [8,16,17].

The second approach is by measuring the understandability of the component; then devise ways of improvint it, if it is too low. This can be achieved by defining understandability guidelines, then use metrics to determine how well these guidelines have been adhered to. The Metrics information should form the basis for devising mechanisms for improving understandability—diminishing complexity as a result. Understandability can be determined by different criteria such as the ones presented in [4,7,9].

Although the two approaches are supposedly equal in terms of functionality; considering complexity as a reusability attribute (i.e. adopting the first approach)—like in the case of [8] is not straightforward as it seems. This is based on the fact that; high complexity of components is not always unjustifiable—i.e. components may be justifiably complex [2]. According to van Vliet [2] there may be good reasons why components have high complexity, and further decomposition of those components—to achieve understandability may be unjustifiable. For example, Complexity brought about by other inevitable reusability attributes such as generality is justifiable. In fact, a Component’s complexity can be used as an indirect measure of a component’s ability to perform many functions (Generality), assuming that the component was developed in a non-redundant way [18]. Therefore, putting an upper bound on the allowable value for a component’s complexity is too simple an approach [2]. One possible consequence for having an upper bound for a component’s complexity is that; we may unnecessarily diminish the degree of other desirable reusability attributes (such as generality), which may be the cause for the additional complexity of the component. The decision of whether to further simplify a component—to achieve understandability is not a trivial task, and may require expert opinion [2]. This means that, the task of determining whether complexity of a component is justifiable or not is difficult. One logical explanation to this phenomenon is that; complexity of a component is caused by multiple factors, which must be well understood and holistically considered, in order to make the determination.

In our view, considering understandability as a reusability attribute like in the case of [4,7], is a more straightforward and effective way of producing more understandable components. As aforementioned, it is possible to produce bigger and complex systems that are more understandable, by following certain guidelines. This means that, if these guidelines are followed to the latter, then we will end up with components that are justifiably complex. This approach eliminates the possibility of wanting to further simplify a component that is justifiably complex. Some of the guidelines for producing understandable components include: modularization, abstraction [12]; high cohesiveness and low coupling [12,16]; sufficient documentation [8,19], etc. We can relate these guidelines with certain factors that can be quantified using appropriate metrics, and then the metrics information can be used to examine how well the design guidelines were adhered to.

4. Conclusion and future Direction

This article puts into perspective two measurable—but overlapping reusability attributes, i.e. Complexity and Understandability. These attributes are helpful in assessing and managing the complexity/understandability aspect of reusable components. The definition and different aspects of understandability and complexity have been given. The relationship between these two attributes has been restated using laws of mathematical proportionality; for better understanding. The analysis of the relationship between these two attributes (Complexity and Understandability) shows that either of them is sufficient in assessing the complexity/understandability aspect of reusable components, thus only one of them should be included in a reusability assessment framework. Although using any of the two attributes may accomplish the same objective, we highlight some issues that arise when using measures of complexity in managing a component's complexity. We hold the view that, considering understandability as a reusability attribute addresses most of the issues that arise when Complexity is considered.
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