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Abstract. Some faults during the program execution does not cause much damage but causes incorrect execution in the program and such faults are called soft errors (transient errors). Mitigation of these soft errors can be done using software or hardware methods or both in combination (co-design). There are various methods to reduce software errors such as TMR1 (Triple Modular Redundancy), TMR2 and Swift-R. In these methods, Swift-R is more effective than TMR1 and TMR2 but it consumes more energy. This paper focuses on an approach to make use of register swapping technique along with Swift-R which reduces the energy consumption. This energy efficiency is achieved by inducing compiler managed RF protection schemes. In this RF protection scheme, the reduction of soft errors is done by protecting not all registers but those which are used in the program. The experiments have shown that this approach increases the program reliability as well as efficient utilization of energy due to reduced code execution.
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1 Introduction

Day to day power consumption and reliability are becoming important factors [2] in program designing. To achieve reliability, soft errors in the program must be reduced or removed [1,2]. Software and hardware methods can be used for reducing errors in the program or co-design technique is used efficiently. However hardware methods provide reliability but there are more costly and time consuming [1,3,4]. In order to reduce cost, software methods can be used which takes less cost and time and are also easy to implement [1,7]. There are software methods like TMR1, TMR2 and Swift-R methods to reduce errors. TMR1 and TMR2 deal with errors where arithmetic operation errors can only be reduced [1,8]. These methods don’t deal with register file errors so to deal with register file errors Swift-R method can be used. This method reduces soft errors efficiently than TMR1 and TMR2 by using SOR (Sphere of Replication) method [1, 5].

Swift-R method reduces errors by adding redundancy to the code based on basic blocks in the program [1]. First basic blocks are found and then redundancy is added to the program wherever required [1, 9]. As redundancy is added number of errors in the program gets reduced but execution time of the program gets increased. Power consumption increases as execution time increases. So to utilize energy efficiently along with program reliability RF (Register File) protection scheme with compiler managed optimization technique can be used [1,10].

In Swift-R method soft errors are reduced by handling all register files used in the program [1, 11]. In the RF scheme only those registers which are mostly in the program and which causes more vulnerability to the program are handled for reduction of soft errors [2,12]. This are also called Partial Protected Register Files. As only some registers are handled for error reduction by adding redundancy, power consumed by the program is less compared to Swift-R method. Hence the reliability of the program and also efficient utilization of energy by the program is achieved. Errors can be reduced in register files by using faults tolerant design [2]. Hardware techniques can be used for fault tolerant design in which parity and error correction code methods helps for adding reliability to register files [2,11]. Finding which registers are mostly used in the program is carried out in hardware technique and this done statically[2,13]. Software techniques can be used for finding which registers can be reallocated for performing operations of the program so that the power consumption is more reduced [2,14,27]. This technique is called Software PPRF approach and this approach works more efficiently for reducing power consumption than hardware approach[2,15]. Also further more energy as well as much amount of time is saved by using the register swapping technique [2].
2 Related Work

Faults can be of three types, viz. silent data corruption, unACE (unnecessary for Architecturally Correct Execution), and Hang [1]. If the program executes but don’t get the expected output then it is silent data corruption (SDC) fault. If the program executes correctly and gives partial correct output is called unACE. If there is abnormal finish of the executing program or the program is in infinite loop then the condition is called as hang. Only the SDC faults are handled [1] and are considered as soft errors.

Faults occur in the program while executing, which does not causes more damage to the program but these faults cause incorrect execution of program that might take place. These types of faults in program are addressed as soft errors [1, 6]. Reducing the effect of soft error in the program can be done by either hardware methods or software methods [3]. Hardware methods are expensive and time consuming for reduction of soft errors, and so software methods are used where the cost is comparatively less [4]. For making the reduction of soft errors to be more efficient and effective we can go for co-design method where we can use software methods along with hardware methods [5].

To reduce soft errors in program using software methods, many algorithms proposed like TMR1, TMR2 and Swift-R methods. These methods, deal with the soft errors by adding redundancy to the program [1]. First basic blocks in the program is found using basic block algorithm. Based on these basic blocks found, redundancy is added to the code or program wherever required and also depending on the method that is chosen for reduction of soft errors [1]. In TMR1 and TMR2 methods, we can reduce errors in the program but they do not deal with register file errors [1]. The can reduce soft errors for arithmetic operations. To deal with register file errors Swift-R method is being used. In the Swift-R method, the reduction of errors is more efficient than TMR1 and TMR2 methods [1].

Swift-R method is used effectively for a fault reduction in register files and in this method, redundancy is added to the code is to deal with faults [1, 9, 5]. By adding redundancy to the program the probability of error occurrence is reduced i.e. the mean work to failure metric is reduced in the program [1,8]. In this method, use of SOR technique and the parameters like InSoR and OutSoR is done [1,9]. This method reduces errors but it takes more time to execute and because of which more power is consumed [2].

To mitigate the soft errors of the register files for a program and also to make it energy efficient, the approach of compiler managed RF (Register File) mechanism is be used. This approach adds reliability to the code and utilizes energy efficiently [2]. In this approach, protecting all the registers in the program cannot be done, only the registers where data operations are performed are selected and protected i.e. only the top “k” vulnerable registers are protected. In Software optimizing approach optimizing the code is performed by frequently reallocating registers [7]. Increasing the program reliability as well as efficient utilization of energy can be done with the help of register swapping methodology [2].

Hardware techniques can be used for fault tolerant design in which parity and error correction code methods helps for adding reliability to register files [2,11].Finding which registers are mostly used in the program is carried out in hardware technique and this done statically[2,13]. Software techniques can be used for finding which registers can be reallocated for performing operations of the program so that the power consumption is more reduced [2,14,27].This technique is called Software PPRF approach and this approach works more efficiently for reducing power consumption than hardware approach[2,15]. Also further more energy as well as much amount of time is saved by using the register swapping technique [2].

The number of logic variables which are affected by the fault due to failure event describes extent of a fault [16, 17]. Control flow of a graph may be modified due to soft errors [18]. Value of the computation may also be changed due to soft errors and EDDI (Error detection by duplicate instructions) is one technique to protect from these types of errors without using hardware [19, 20].

SoR (Sphere of replication)

SoR is a technique which is used to replicate the data which helps in mitigation of soft errors [1,22]. The boundaries of SoR work as a protection for the registers. In the SoR, the sphere is considered; the instruction enters inside it which having some data (read the value from memory, reading an input port or loading the value into the register) is called as InSoR[1,26]. Subsequently
the data go out of the SoR by the execution of instruction (storing the values to the memory, writing to the output port) is called outSoR.[1,22,23]

The data is crossing the boundaries of SoR is depending upon the implemented technique. Suppose, if the memory system is present inside the sphere. So, the read and write operation can be done inside the sphere, no data crossing the boundaries of the SoR [1,24]. But if the memory subsystem is present outside the sphere then for the reading operation from the memory and writing operation into the memory can cause some data to cross the sphere boundaries. So, these instructions must be handled in a special way [1,22,26].

![Fig 1: Sphere of Replication](image1.jpg)

The instruction goes outside the SoR should be error free because if the instruction is not error free it will provoke some other unrecoverable errors [2,22,25].

Then the code is decomposes into nodes called as basic blocks of CFG after each instruction comes from outSoR[2,23,25].

![Fig 2: SoR Basic Block Generation.](image2.png)

### 3 Approach

The approach looks toward making the use of the register swapping method along with the swift-r technique. This hybrid approach mainly focuses on the mitigation of soft errors with used of minimum energy overhead.

For evaluating the soft error Swift-R algorithm is used. It is the software technique used to recover all the faults of the RF.

The steps are as follows:

1. Identify the nodes (Basic Blocks) and sub nodes of the program and build the CFG.
2. First time the data triplication is takes place of all nodes that comes into SoR. Triplication is performing only in RF but not in memory subsystem. We assume that the memory has its own protection mechanism.

Therefore for every instruction considered as inSoR two additional copies are created. These copies are created by coping the data of the registers, the memory ad port access are not repeated.

3. These three copies perform operation on data. Operation are logic, arithmetic, shift rotate etc.
4. The data consistency is verified for the instructions such as outSoR instruction [] and the other instruction located prior to conditional branch. As it can have an effect on the flags, this verification is necessary.
5. Unused register in the program can be vacated.

The problem of Swift-R algorithm is how to find the top registers which are currently used. By which the soft error as well as the energy, time overhead is minimized. In first approach the
allocation of register is done for all the registers for both purposes i.e. time and power. And the second approach in which register swapping is used.

The first approach is complex; allocation of all register is a NP –Hard problem. Decrease in performance is takes place when the register is re-allocated which require register re-compilation for whole program. The second approach having several advantages in which no recompilation is takes place for the whole code and no decrement in the performance.

Our approach is working on register swapping method. This method is divided into two levels. One is program level and second is function level. In the first approach register assignment is takes place at program level. Swapping is takes place between one function to another. For the swapping information register reassignment vector (RRV) is needed which works for all functions. In the second function level approach, assignment of register is different for each function. For the swapping information of register RRV for each function is required and for the whole program one table is required for storing information called as register reassignment table (RRT). In the function level register swapping the table is maintained by caller and callee to saved register called as t-register and s-register respectively. They can change their own register groups. By this method FRS problem divide into two versions they are: FRS/t and FRS/s. the calling convention is not takes place when changes are done in the program consistently.

Problem Domain
1. Our main goal is to minimize the energy used by the register and to maximize the reliability per energy. Let \( \Delta V_{ul} \) is the vulnerability of register files and \( \Delta E_{n} \) be the energy for RF protection. Let the total vulnerability of the system is \( V_0 + \Delta V_{ul} \) and total energy of the system will be \( E_0 + \Delta E_{n} \), where \( V_0 \) is the vulnerability of the system without the use of RF and \( E_0 \) is the energy used by the system without RF protection. Our aim is to find that the value of \( V_0 >> \Delta V_{ul} \) and \( E_0 >> \Delta E_{n} \).

\[
\text{Min}(VulEn) \iff (V_0 + \Delta V_{ul})(E_0 + \Delta E_{n}) \\
\iff E_0 \delta V_{ul} + V_0 \delta E_{n} + \delta^2
\]

Here the value of \( \alpha \) is equal to \( V_0/ E_0 \) which is a constant value.

2. The maximum use of energy is takes place when protection of register takes place by using redundancy techniques. So, the measurement of energy is takes place by using two components. First is the dynamic component and the other is static component. Where the dynamic component is measured by calculating the number of read operation and write operation in the register while the static component is measured at runtime. The dynamic energy component is calculated by measuring the energy overhead by the number of accesses to protected register. Each access to the register has different energy consumption. The energy overhead in the RF is :

\[
\Delta E_{n} = e_r N_{RF(r)} + e_w N_{RF(w)}
\]

Where \( e_r \) and \( e_w \) are the energy overhead of protected RF for read and write operations respectively. \( N_{RF(r)} \) and \( N_{RF(w)} \) are number of read and write operations respectively.

3. Swapping of registers: The PRS and FRS are same when program having only one function (while PRS have large scope as compare to FRS). So, in FRS let Rs be the number of register it may be t-register, s-register or PRS –swapping register and NUM is the number of function in the program. Then the solution of FRS is represented by using RRT \( T = \{ p_{fun} | \text{fun} = 1, \ldots, N \} \) means each function has its own RRV.

In the RFV \( p_{fun} \) the function \( \text{fun} \) implies that all the occurrences of register \( \rho_{r} \). In the assembly code of function \( f \) will be replaced with \( r \) in the transformed program or can say that all the register assigned to \( \rho_{r} \) now assigned to register \( r \) in the transformed program.

In the last, there are less technique that works for both energy and reliability of registers. Achieving both at the same time by minimizes the energy consumption and maximizing the reliability is very rare. Register Files are the most important part for microprocessors, our approach mitigates the soft errors with less energy consumption is advantageous and effective.
4 Results

Fig 3: Time Utilization for Program Modules

The graph gives the execution time details about the program modules which are used for swapping the data by the TMR1, TMR2 and SWIFT-R method. The utilization of the difference of the time cycle is done for transfer of the data while exchanging the data in between two variables. This result shows the difference in time through the registers for different techniques like TMR1, TMR2 and SWIFT-R.

Fig 4: Power Utilization Result Graph for Registers

The graph gives the power consumption details about the register swapping used by the software method by taking the advantage of the difference of the time cycle used for transfer of the data while swapping in between two registers. This result also shows that the leakage power through the registers is less in the register swapping technique than the one which does not uses it.
The time graph displays the differences of the delay and arrival time between two techniques used here in this approach. In the data transfer takes comparatively less time when register swapping technique is used instead of simply using temporary register swap along with SWIFT-R technique.

5 Conclusion

The approach in this paper presents a hybrid approach of improving the micro-architecture and compiler to have better energy efficient register file protection for embedded system whereas the TMR1, TMR2, SWIFT-R and such other software techniques concentrated only on mitigation of the soft errors. This approach proves that a more energy efficient model can be created by using both the hardware and software techniques together. This technique can also reduce the execution time required using comparatively less registers. So the co-design of the hardware and the software implementation is improved by adding the register swapping technique in it.
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